

## R - VECTORS

- Variables
- Most basic and crucial element of R
- Single numbers, vectors, matrix, data frame are the most used variables
- Examples
$>$ my. number $=42$
$>$ my.number
[1] 42
$>$ print (my. number)
[1] 42
$>$


Primitively, R can be used as a scientific calculator

- We can create a vector consisting of multiple numeric values by using a function $\mathbf{c}($ )

```
l
> v2
[1] 0.14 0.00 -2.00
> v3 = c(v1,v2)
[1]
```



R - VECTORS

- We can use the function CLASS( ) to check the class of an element

- We can populate a vector using SEQ() function

rand generation for the normal distribution
- We can use relational and logical operator for selecting elements in a vector

- REP( ) function


## $\begin{array}{lllllll}\times x \\ \times 1] & 1 & 1 & 1 & 1 & 1\end{array}$ <br> $x<-\operatorname{rep}(c(1,2), c(3,5))$ <br> [1] 11122222



## R - VECTORS

- Names

Elements in a vector have names!

- And we can access them using the function NAMES()

- NULL implies that the elements in the vector currently do not have names. We assign names using NAMES() and '=‘ operator
names (weight_kg) = c("Susy", "Maria", "Kevin")

Now we have
names(weight_Kg)
[1] "Susy" "Maria" "Kevin"
$>$ weight_kg
Susy Maria Kevin
$40.5 \quad 68.790 .0$

A matrix cannot contain multiple data types

- Here, both MA and MB contain only numeric values

Combining

- Sometimes we want to combine different matrices and vectors
- We can use $\operatorname{CBIND}()$ and $\operatorname{RBIND}()$ functions
- As long as their lengths and dimensions are comparable. Example of error:

- Combining MA and MB into a new matrix M



## R - ARRAYS

- An array in R can have one, two or more dimensions
- It is simply a vector which is stored with additional atributes giving the dimensions and optionally names for those dimensions

dim $=c(3,4,2)$ means TWO dimensions having a matrix with FOUR columns and THREE rows each


## Now, try this:

$\operatorname{ar1}$ <- array (1:24, dim=c(3,4,2)) ar1[,2:3,]
$\operatorname{ar} 1[2,1]$
$\operatorname{sum}(a r 1[, 1])$
$\operatorname{sum}(\operatorname{ar1}[1: 2,1])$

- Extracting values from matrices is straightforward
$>$ Obtaining info about a matrix


## $>$ nro $[1] 3$ <br> [1] 3 $>$ ncol <br> ncol (m) $[1] 3$ <br> [1] 3

$\operatorname{dim}(m)$
Setting ROWNAME and COLNAME


## R - LISTS and DATA FRAMES

$>$ Lists and Data frames

- Matrices are extremely useful for processing and storing large datasets
- But have several limitations that may not suit our needs (one datatype only, for example)

It is a vector containing other objects which may be of different data types or different lengths

$\square$


- Data Frames
- Data frames are lists with a set of restrictions
- It is a list of vectors which are conveniently arranged as columns
- All vectors or columns in a data frame must have the same length
- Data frames mimic matrices when needed and appropriate
- MTCARS
- R comes with built-in datasets. MTCARS contains statistics about 32 cars in 1974

- Use the command View(mtcars) to display the data in a spreadsheet


## DATA FRAMES

- We can retrieve a specific column by name, using \$columnname
- For example, let's look just at miles per gallon (mpg)

- Or you can use mtcars[, "mpg"] or still mtcars[, 1]
- We can also obtain multiple rows at once as well: mtcars[1:3, ]
- How to create a new data frame?
- Using data.frame function


If you want to see only the first 6 rows, you can use the head( ) function


One of the first steps when we have a data frame or a dataset is try to understand about its statistics


## MISSING VALUES

- In R missing values are represented by the symbol (NA - not available)
- Impossible values (e.g., dividing by zero) are represented by NaN
- We have functions to deal with NA values, as follows:
$>y<-c(1,2,3, N A)$
$>$ is.na( $y$ )
[1] FALSE FALSE FALSE TRUE
$>$ mean $(y)$
[1] NA
$>$ mean $(x$, na. $r m=$ TRUE $)$
[1] 1.625
- Here we will learn by practicing with an example
- We will learn
- How to load files into R (e.g., CSV files)
- How to deal with NA values
- How to apply functions into a data frame
- How to plot basic graphics
- Firstly, you need to download the grades.csv from https:/ /www.dropbox.com $/ \mathrm{s} / 5$ ry1kfbx $6 d 05 \mathrm{kn} 3 / \mathrm{grades} . c s v ? \mathrm{dl}=0$
- Save the file into R workspace

This exercise is based on http://www.utsc.utoronto.ca/-sdamouras/summer/Rworkshop1.pdf
Exercise - Part II

The next step is another approach for dealing with NA values. Here we will replace all NA values for zero


- How we can get the sum of all quizzes for each student?
- We can use the APPLY() function

- Firstly, we need to load Grades.csv into a new data frame

```
grade = read.csv("grades.csv", header = TRUE, sep = "\t")
```

- Let's discover some info about our file

- We have NA values in our data frame. For example, Quiz. 9 is a NA column. We can create a new grade data frame without column 13 (quiz 9) grade[, -13]


Exercise - Part III

> apply (X, MARGIN, FUN, ...)

- So, if we want to apply a sum, we will use FUN = sum and this function must be applied to all rows, so MARGIN = 1
quiz.sum $=\operatorname{apply}(\mathrm{X}=\operatorname{grade} 2[, 5: 12]$, MARGIN $=1, \mathrm{FUN}=$ sum $)$


## din(cradez) [1] 117 l 15


quiz. sum
[1] 67.5 43.5662 .570 .049 .0 74.5 37.068 .561 .575 .052 .560 .059 .066 .045 .064 .077 .564 .032 .070 .068 .570 .565 .539 .066 .063 .557 .573 .5

 [113] 49.0 10.0 0.051 .0449 .5

Now we have the sum of all quizzes for each student!

- Now, we can calculate the final grade


## Final.grade $=$ quiz.sum $/ 80 * 20+$ grade $2 \$$ Midterm. $1 / 50 * 15$ <br> grade $2 \$$ Midterm. $2 / 50 * 15+$ grade\$Final.Exam/100*50



- Let's round Final.grade
- What about to discover how good were the student final grade?
$\rightarrow$ We can generate a histogram for this!

Exercise - Part VI
Exercise - Part VII

- We can now assign concepts for our students! For example:

$$
\begin{gathered}
\text { FinalGrade }<50 \rightarrow \text { "F" } \\
50<=\text { FinalGrade }<60 \rightarrow \text { "D" } \\
60<=\text { FinalGrade }<70 \rightarrow \text { "C" } \\
70<=\text { FinalGrade }<80 \rightarrow \text { "B" } \\
\text { FinalGrade }>=80 \rightarrow \text { "A" }
\end{gathered}
$$

B BoxPlot boxplot(Final.grade)


- Now we will generate a barplot


Exercise - X

- Lately we will export final grades to a new CSV using write.csv function
write.csv(Final.grade, file="finalgrade.csv")
- Let's calculate the Midterm for each student and see the relationship between Midterm and Final.Grade


## Midterm $=$ (grade2\$Midterm. $1+$ grade2\$Midterm.2) /2

plot(Midterm, Final.grade, pch=20)

http://andrefmb.sdf.org/cursoR/graficosBasicos.html


## Diamonds

- ggplot2 comes with some data available to use as demonstration
- We will use the Diamonds dataset
- It contains information about several attributes of 54000 diamonds
- We can access it with
- data("diamonds")
- Try ? diamonds
-View(diamonds)
- A Picture really is worth a thousand words
- Visual Analysis let us understand the basic nature of the data
- We will use ggplot2 - a powerful R package that produces data visualizations easily and intuitively
- ggplot2 is a third package
- We have to install it
- install.packages("ggplot2")
- Each time we reopen R, we need to load this library using
- library("ggplot2")
$>$ ?diamonds
R: Prices of 50,000 round cut diamonds .
Description
A dataset containing the prices and other attributes of almost 54,000 diamonds. The variables are as follows:
Usage
data (di amonds)
Format
Adata frame with 53940 rows and 10 variables
Details
- price. price in US dollars (S326-IS18.823)
- carat. weight of the diamond (0.2-5.01
- cut. quality of the cut (Fair, Good, Very Good, Premium, deal)
- colour. diamond colour, from $J$ (worst) to $D$ (best)
- clarity a measurement of how clear the diamond is (11 (worst). S11, S12, VS1, VS2. VVS1, VVS2, IF (best))
- x . length in $\mathrm{mm}(0-10.74)$
- y . width in $\mathrm{mm}(0-58.9)$
- $z$. depth in $\mathrm{mm}(0-31.8)$
- depth. total depth percentage $=z / \operatorname{mean}(x, y)=2^{*} z /(x+y)(43-79)$


## Scatterplots and Bar Graph

## Interesting Questions - Diamonds

- How does weight, in carats, affect the price?
- How does the quality of color, or the diamond's clarity, affect the price?
- How can we determine the relationship between attributes??
- We can use, for example, a scatter plot
-Scatter plot is a type of mathematical diagram using Cartesian coordinates to display values for typically two variables for a set of data [Wikipedia]
- Aesthetics
- A dimension of a graph that we can perceive visually - Color, size, shape of the points, etc.

Our first visualization

- Aesthetics attributes let us communicate some dimension of the data and understand complex relationship between them
- For our first example, we use ggplot2 to create a scatterplot where we put carat (weight) on the X axis and price, in dollars, on the Y axis
- And we obtain



## ggplot(diamonds, aes(x=carat, $y=$ price)) <br> geom_point()

- There are three parts to a ggplot2 graph
$>$ 1. data we will be graphing $\rightarrow$ in this case we a plotting the diamonds data frame

2. Mapping the aesthetics to attributes we will be ploting $\rightarrow$ in this case we use aes( ) and set that X axis will be carat and Y axis will be price
3. Layer: what type of graph it is $\rightarrow$ In this case we make a scatter plot: the name for that layer is geom_point

- "geom" is a typical start for each of these layers


## Ggplot2 - Geom Types



Bar Graph

## ggplot(diamonds, aes(x=clarity, fill=cut)) + geom_bar()

- There are many attributes of the data we can communicate
- Let's put one of diamonds attributes as the color of points

- There are many attributes of the data we can communicate
$>$ Let's put one of diamonds attributes as the color of points


Our third visualization with ggplot2

- If we would rather see how the quality of the color or cut of the diamond affects the price?
- We can change the aesthetic
- If we would rather see how the quality of the color or cut of
- Now, try this: the diamond affects the price?
- We can change the aesthetic
ggplot(diamonds, aes(x=carat, y=price, color=color)) + geom_point()


Add more aesthetic attribute

- Now, try this:


## ggplot(diamonds, aes(x=carat, $y=$ price, color=clarity, size=cut)) + geom_point()



- Scatter plot is only one layer of our graph
- We can add additional layers besides the scatter plot using the " + " sign
- Try this:
gap1ot(diamonds
- Scatter plot is only one layer of our graph
- We can add additional layers besides the scatter plot using the "+" sign
- Try this:
ggp1ot(diamonds, aes(x=carat, y=price)) + geom_point() + geom_smooth()


Linear Method

- Similarly, if we would rather show a best fit straight line rather than a curve, we can change the "method" option in the geom_smooth layer. In this case it's method="lm", where " lm " stands for "Linear model".
ggplot(diamonds, aes(x=carat, $y=$ price)) + geom_point() + geom_smooth(method="lm")


## geom_smooth()



- Gray around the curve $\rightarrow$ confidence interval

Suggesting how much uncertainty there is in this smoothing curve

Linear Method

- Similarly, if we would rather show a best fit straight line rather than a curve, we can change the "method" option in the geom_smooth layer. In this case it's method="lm", where " lm " stands for "Linear model".
- Another way we can communicate information about an attribute is to divide our plot up into multiple plot
- This is called "faceting"
- Ggplot2 makes it very easy with the "facet_wrap" function
Goplot(diamonds, aes(xx-carat, y=price, color=cut)) + geom_point() + facet wrap ( clarity)
- We put a tilde $(\sim)$ and then the attribute we would like to divide the plots by, here "clarity"

Faceting

- Let's zoom in on this
- We have divided it into eight subplots, each of which has a different clarity value
- We can even divide our graph based on two different attributes, such as both color and clarity, using facet_grid
- For example


## 

- In this case we have: color ~ clarity
- It means: color explained by clarity

Color will be on X axis (row)

- Clarity on Y axis (column)


Fatecing - Grid
ggplot(diamonds, aes(x=carat, $\mathrm{y}=$ price, color=cut)) + geom_point() + facet_grid(color ~ clarity)


- There are many other ways to customize a plot
- Firstly, we want to set a title or set the x or y axis labels manually
- We change these options adding to the end of the line of code
ggp7ot(diamonds, aes(x=carat, $y=$ price)) + geom_point() + ggtitle("My scatter plot")


Limiting ranges

- We can also limit the range of the x or the y axes ggplot(diamonds, aes(x=carat, $y=$ price) ) + geom_point()
+ ggtitle("My scatter plot")
+ xlab("weight (carats)")
+ xlim(0, 2)


```
ggplot(diamonds, aes(x=carat, \(y=p r i c e)) ~+~ g e o m \_p o i n t() ~\)
ggtitle("My scatter plot")
xlab("weight (carats)")
ylab("Price (Dollars)")
```



Limiting ranges

- Similarly, if we wanted to show only the y -axis from 0 to 10000

My scatter plot


## Histograms and Density

## Curves



## Histograms

ggplot(diamonds, aes(x=price)) + geom_histogram()


## Histograms

- Scatter plots are just one kind of graph!
- Sometimes we want to look at just one dimension of our data and observe its distribution: for that, we'll use a histogram
- It is very easy: all you need to do to make a histogram is to change your layer from geom_point() to geom_histogram( )

Another example

We can change the width of each bin as an options to geom_histogram layer
ggplot(diamonds, aes(x=price)) + geom_histogram(binwidth=2000)

$>$ Let's divide our histogram by clarity ggplot(diamonds, aes(x=price)) + geom_histogram(binwidth=20) + facet_wrap(~clarity)


Add more information

## ggplot(diamonds, aes(x=price, fill=cut)) geom_hi stogram(binwidth=20) <br> facet_wrap (~clarity, scale="free_y")



- Another way to view the distribution is as a density curve


## ggplot(diamonds, aes(x=price)) + geom_density()



Density

- We can want to divide this density curve up based on one of attributes

- We can want to divide this density curve up based on one of attributes
ggplot(diamonds, aes(x=price, color=cut)) + geom_density()



## Boxplots and Violin Plots

- One common method in statistics for comparing multiple densities is to use a boxplot
- A boxplot has two attributes: an $\mathrm{x}-$ which is usually a classification into categories, and $y$, the actual variable that we're comparing
- Let's say we want to compare the distribution of the price within each color
ggplot(diamonds, aes(x=color, $y=p r i c e))+$ geom_boxplot(


## Boxplots

- Let's see the boxplots using $\operatorname{LOG}(10)$ on $Y$ axis
ggplot(diamonds, aes(x=color, $y=p r i c e)) ~+~ g e o m \_b o x p 1 o t() ~+~ s c a l e \_y \_l o g 10() ~$


Violin Plot

- Boxplots does not show details of the distribution besides the quantiles
- It works well when the data follows a Normal distribution
- But it might not work well for stranger distributions
- We can instead view the distribution as a density using what's called a violin plot
- It's very straightforward, we only need to change geom_boxplot to geom_violin

qplot
- So far all of our analysis have started with a data frame
$>$ Try this


## rnorm(1000) <br> qplot( x )

- One row per observation
- One column for each attribute
- BUT ... let's say you have just one vector of numbers and you want to create a histogram
- Or you have two vectors and want to make a scatterplot
- We don't need to construct a dataframe
- Ggplot2 provides a simple way to plot one or two vectors, which is the qplot function


## Qplot - Example

- Try this


## $=$ rnorm(1000) <br> plot(x)



Qplot - Example

- Try this



## Qplot - Example

$>$ Try this


Qplot - Example
$>$ Try this
rnorm (1000)
qplot ( $x, y$ )

## Qplot - Example



Additional References for GGPLOT2

- GGPLOT2 CHEAT SHEET
- https://www.rstudio.com/wp-content/uploads/2015/03/ggplot2cheatsheet.pdf

